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1 Introduction

This document shows and derives the workings of the feed forward neural network algorithms in an explicit
and comprehensive manner particularly with respect to the vectorisations which are useful for computation
efficiency.

Information is motivated by mostly these sources:

Machine Learning Coursera Andrew Ng

Neural Networks Coursera Geoffrey Hinton
UFLDL Standford Online Andrew Ng et al
Neural Networks and Deep Learning Online Book Michael Nielson

2 Notation

This section outlines the various notations used throughout this document. Notations are also described in the
text but this can be handy for referencing.

2.1 Indices

I have tried not to overload any indices i.e. indices should, as far as possible, always refer to the same thing.

Index number of an input feature n =1: N features
Index number of a training example m = 1: M training examples
Index number of an output class k =1: K output classes
Index number of a layer {=1:L layers
Index number of a node in layer ¢ i =1: s; layers (s; means size of layer £ e.g. s = N and s;, = K)
Index number of a node in layer £ — 1 j=1:5s4_1 layers
Superscripts

Superscripts denote the training example number and / or the layer number - should be obvious from context
which is being used. If both need to be used (which is rare in this document) the layer number is shown first.
E.g.

z® training example 4,

a® layer number 3, and

a®@  layer number 3 of training example 4.

Subscripts

Single subscript usually denotes the node number (in a particular layer). In a weight matrix there are two
subscripts - the first subscript denotes the number of the node in the layer ahead, and the second subscript
denotes the number of the node in the layer behind. Note that the number of input features is equivalent to the
number of nodes in layer 1 so n is also used as subscript. Note that the numbers of output classes is equivalent
to the number of nodes in layer L so k is also used as subscript. E.g.

a,(CL) value of the kth node in the output layer (layer L), and

wgf) weight parameter connecting node j in layer ¢ — 1 to node 7 in layer ¢



2.2 Variables and Parameters

There are a number of variables and parameters

2(m)
X
y(m

Y

w®
w0
b®

input vector containing the features of training example m
input matrix containing a batch (full or mini) of training examples z(™)
output or “truth” of training example m - can be a vector or number

output matrix (truth matrix) containing a batch (full or mini) of training examples 3™
@

weight unit w;;” connects node j in layer £ — 1 to node i in layer ¢

weight matrix W) connects layer £ — 1 to layer ¢
vector with each element the bias unit by) connecting to node ¢ in layer ¢

broadcasted matrix containing a batch size number of vectors b(¥)

vector of weighted sums of the nodes in layer £ — 1 plus bias i.e. zi(g) = bz(-e) + ijgf) ay_l)
matrix containing vectors z(“) for a batch of training examples

vector of values of each node in layer ¢ with elements a?) = g(zy))

matrix containing vectors a(®) for a batch of training examples
= a,(f) - helps simplify the notation
matrix containing vectors h for a batch of training examples

)

“error” at node 7 in layer ¢ or partial derivative of the cost function wrt zy) ie. 0J/ 621@)
regularisation parameter
learning rate used in gradient descent algorithm

momentum rate used in gradient descent algorithm

2.3 Functions

Note the g and h functions when applied to an array are applied elementwise. This isn’t standard notation but
should be straightforward from the text.

g activation function of the hidden layers - typically sigmoid but can be indicator or tanh

h  hypothesis function of the output layer - sigmoid, indicator or softmax

J  cost function quantifying the disagreement between hypothesis and ”truth” - quadratic (sum of squares),

logistic cross entropy or softmax cross entropy

2.4 Graphical display of notation

The picture on the next sheet is an overview of the entire network structure.
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3 Input Data

Design matrix X € RV*M je. a matrix where each row is an individual feature (e.g. pixel value in an image)
and each column is a single training example (e.g. single image in an image recognition problem).

m = 1: M training examples

'mgn xgz) 35(1m) mgM)‘

I C I () M)
X =

xg) ;vgf) g e

P R O

n =1: N features,

4 Parameters - Weights and Biases

a) (layer 1)

—
_a(ll)_
P
feed into
b
network a; 1)
]

Each node in the hidden and output layers is some function of the weighted input (z) which is the sum of the

bias unit plus the weighted sum of all the previous layer nodes i.e. zy) = by) + 2w

g? z;. Thus each layer has a

bias vector containing the individual biases applied to each node and a weight matrix containing the individual
weights applied to each node.
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connects node j in layer £ — 1 to node ¢ in layer ¢.

weight matrix W) connects layer £ — 1 to layer £.
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5 Forward Propagation

Each node in the hidden layers is some “activation” function (g) of the weighted input of that layer i.e. z().

And each node in the output layer is some “hypothesis” function (h) of the weighted input of the final layer i.e.
(L)
2\,

Most typically g is the logistic (sigmoid) function i.e. g(z) = 1/(1 4+ e~#) but can also be the tanh function i.e.
g(z) = tanh(z) or the rectified linear function. More on these in a later section.

For classification problems h is often the logistic function i.e. h(z) = 1/(1 4+ e~ %) or softmax function i.e.
h(z); = €% /(XK _je*) fori = 1,..., K. For regression problems h can be the identity function i.e h(z) = z.
More on these in a later section.

5.1 Feed forward a single training example

Layer 2 is calculated from layer 1 as follows:

agz) = g(bgz) + wﬁ)ﬂm + 4t wﬁ-)x]’ 4+ 4 wg)lassl) a§2>
agQ) = g(ng) + wg)wl +--+ wg)xj +-- 4+ wéi)lwsl) agQ)
or | = a® = 6@ 4 w@a)
o = g +wa o+ ula o+ wla,,) af?
W = g0 et bl bt ) )

Continuing through the layers on each training example (™).

o = zm) c R
a(2) — g(b(2) + W(Q)a(l)) — g(z(2)) c RSQ
® = b3 L W®) g2 - By ¢ Rss
“ 9 * @) 9(z) i.e. the hypothesis is generated by
: forward propagating each training
a® = gb® F WOLLD) = g(z0) e R example through the network.
all) = h(b(L) 4 W(L)a(frl)) = h(z(ﬁ)) c RSt

So the key Forward Propagation equations for a single training example are:
Hidden Layers:

a® = g(b® + W® 1) (FP1.1)

Final Layer:

a® = (WD) 4 W) gE-D) (FP1.2)



5.2 Feed forward a batch of training examples

It can be more efficient to run a full batch (i.e. all training examples) or a mini batch (i.e. a subset of training
examples) through the network. Instead of doing this one by one we can vectorise the calculations.

Layer 2 is calculated from layer 1 as follows:

2 2 2 2 2 2 2 2 1 2 m M
b2 b2 o D L W@ 0@ o w® o w® | oD 2 e
2 2 2 2 2 2 2 2 1 2 m M
ORI ORI W@ W o w® o w® | oD 2D el g0
+
B 6 b @ | @ W@ @ o @ | [ e gm0
SO SO A SR A U,gi)l wgé wgz; o w, x%) x%) x%”) x%‘@
c RSQXM 4 Rs2%s1 R81><M
= B® + w® X
2 2 2 2 2 1 2 2 2 m 2 M
b2 P pP D SwPel SuPe® g s
2 2 2 2 2 1 2 2 2 m 2 M
b2 b b b Swsdel SwPe® o ne@ ™M s e
= +
B 50 o ® o ®] | 5u@a? Bu®e® o Su@a o Su®al
bg) bg_,) bg) bg) ijgzmgl) ijgzwgg) ij(gi;xgm) ij£§}x§M)
c RSQXM + RSQXZ\/[
= |,@0) L@@ ... ,@m) ... @)

6 RSzXM
AT

And finally, A®) = g(Z?).

Note that B® is the “broadcasted” (i.e. repeated) b3 vector. When programming this can be accomplished
by a repmat or (more efficiently) broadcasting.



Continuing through the network we have:

AL = X c Rs1xXM

A® = ¢(B® +w@AM) = g(z?®) e Re=xM

AB®) = Q(B(S) + W(B)A(z)) = Q(Z(g)) € RexM i.e. the hypothesis is generated
: by forward propagating a batch of
' ® " © 4t © Y training examples through the net-
A = g(BY+WwHA ) = g(z%9) € R work.

AL = pBE) L WwBIAL-DY = pzWL)) e RExM

So the key Forward Propagation equations for a batch of training examples are:
Hidden Layers:

A® = g(BO L w® gD (FP2.1)

Final Layer:

A = p(BE 4 WD) 4E-D) (FP2.2)



6 Backward Propagation

In order to “learn” a well performing model we need to calculate the derivatives of the error / cost function
J = J(h(z), y) (which measures disagreement between the hypothesis h and the “truth” y) with respect to the

parameters w%) and bgl) (Vi,7,1). Le. we need to calculate aj/awg) and 8J/8b§e) (Vi,4,0).
The derivation is done by repeated use of the chain rule backwards through the network. And it is made simpler
by defining and calculating what is often called the “error” of each node: (51@ =09J/ 821@. [TODO - Write up

of intuition about node ”error”.]

Note the following hypothesis notations that simplify the text:

h,(cm) = h(z,(CL)(m)) e R The hypothesis of output class k for training example m
R = pzBM) e RE The vector of hy’s for training example m
H = h(ZzW®) € REXM  The matrix of h’s for a batch of training examples

6.1 Backward propagating a single training example

Let’s initially derive the backward propagation equations for a single training example.

6.1.1 ¢ of final layer L

The § of each node in the final layer L is:

5@ 9J
g az,(f)

a9.J 30;(:) 0J Ohy (since aéL) = h(z,iL)) = hy)

aagf) 62’,&” B aTLk 82,(€L)

_ o, w
= aTLkh(Zk)

Vectorising across all output classes (k =1, ..., K) gives

58 dJ/0hy W (25)

s$H) 8.J/Ohy W (2$1)

5 8.7/ Ohy, (M)

5 0.J/Ohx ()

RE = R¥ ® RE
L Vid ©) B (2(F))

So the first key Back Propagation equation for a single training example is:

10



0B =v,J @K (z1)

6.1.2 ¢ of each hidden layer ¢

(5@) _ aJ
J 82](2)
a7 024 9al? oJ 94+ 9al) .,
325“” 8a§-€) 3,2](»6) 325“1) 3a§-€) 3,2](»4)
C41) (641 ¢ £41) (641 ¢
_ 55 + )w§j+ )g/(zj( )) + 5§ + )wéj+ )g/(zj( )) +
= (T ) g
Vectorising across all nodes (j =1, ..., s¢) gives
4 ¢ ¢ ¢ ¢ o4+1
5% ) w§1) w§1) wz(l) w;ln 5§ )
¢ ¢ ¢ 14 ¢ 0+1
0 |u w e w e w| [
) (0 (0) (0 () (e+1)
5]’ Wy Wy ottt Wy Seq1d 9;
[ ¢ ¢ ¢ ¢ ¢
5592 wgs)g wés)g e wz(sz wgzllsz 6§ei_11)
Rsz — RS@XS@+1 RS[Jrle
= 50 _ (W(E—H))T sU+1)

So the second key Back Propagation equation for a single training example is:

00 = (WEFINT§E+D) @ ¢/ (2(®)

6.1.3 9J/dw)

Applying the chain rule we need to calculate

a1  aJ 921"
aw® 029 guw®
i i ©j
oJ
We already have W = 51@) . So we just need
2
6z£é> )
5w§f) !
Le.

O]

)

ij

11

+

(BP1.1)
0J 82’5111) 8(15.@)
41 4 L
8zggj__1) 8a;) 3,2](»)
)4 4 4
sl g (=)
g (")
e
g’(zg@)
g(=4)
R
g'(2)
(BP2.1)

i _ . And recall that 20 =+ 3 wl(f)ag-efl) giving
J



aJ
ngf)

o oz
Bl 929 gw®
[ 17

_ 5£e)a§z_1)

Vectorising across all nodes (i = 1,...,8¢) and (j = 1,.

vy Se—1) gives

6£€)a§€71) 5%@)0}5271) 5§€)a§.€71) 6(2) gijll) (SEZ)
6§€)a§€—1) 5§€)a(2€—1) 5;[)(}5@—1) 5£Z)agfj11) 6&[)
_ ageq) aézq) gD
_ _ _ _ J
5§€)a§€ 1) 51@)0’%2 1) 6§€)a§€ 1) 51(8)&25711) 51(6)
N I RO NS TN W) B P
c RS¢*xse-1 c R82X1 RIXSg,l
or Vw(ﬂ)J — 5(4) (a(éfl))T
So the third key Back Propagation equation for a single training example is:
Vwod =89 @t)T

6.1.4 8J/ob"

Applying the chain rule we need to calculate

aJ  aJ 921"
v 92 ap®
()
We already have = 51(@) . So we just need 821@
o b
02"
S

an")
Le.

aJ  9J 821() S ON

a9 gt '

Vectorising across all nodes (i = 1, ..., s¢) and gives

. And recall that 29 =b; + 3 wgf)agz_l) giving
J

12

(BP3.1)

-1
at )



5%@) 550
65@) 5%2)
- || 1]
51(6) 6i(é)
50 5y
€ R®¢ c R% R
or Vb(é) J = (5(6)

So the fourth key Back Propagation equation for a single training example is:

Voo J =8 (BP4.1)

6.1.5 Implementation

Putting this all together we have:

o) =v,J e h (D) (BP1.1)
50 — (W(E+1))T5(€+1) ® g'(z(l)) (BP2.1)
Vwed =69 @ENHT (BP3.1)
Voo J = 6® (BP4.1)

So to calculate the final layer gradients we need:

Vid — available from forward pass
B'(2(F))  —  available from forward pass
aE=1)  _  ayailable from forward pass

And to calculate the hidden layer gradients we need:

sU+D  _  available from backward propagation
g (2Y) — available from forward pass
a=Y  —  available from forward pass

13



6.2 Backward propagate a batch of training examples

As noted in the section on forward propagation it can be more efficient to train over a batch of training examples
at a time instead of one-by-one. And when doing this it can be simpler to vectorise the implementation.

Each of the cost functions used averages the cost over all the training examples (or, if not the average i.e.

x1/M, at least sums up the cost over all the training examples) i.e.

M
J(Batch) = > J(Single Example)
m=1

So the gradient matrix V) J will have elements

M
© _ O (m) (L=1)(m) . 0 _ s (£-1)
oJjwiy = 324 a; instead of 0.J/w;;" = 0; a; .

m=1

And the gradient vector V) J will have elements

M
aJ/b = 5 6890 instead of 0J/b1" = 6.

m=1

The sections below show a method of accomplishing this.

6.2.1 ¢ of final layer L

Vectorising across all output classes (k =1, ..., K) and across a batch of training examples (m =1, ..., M) gives

S L o
5§L)(1) 5£L)(M)
SO L wan
S L man
RKXM —
= A(L) =

0.7/on"

8.J/onY

0. /on"

0.7 /onY

RKXM

VaJ

M
0.7/0n™)

8.7/ on™)

0.7/0n™)

M
0.7 /onM)

©

O]

h/(zgl/)(l))

h'(ZéL)(l))

h/(Z,(CL)(l))

h/(zg(L)(l))
RKXM

W(Z™")

Le. the first key Back Propagation equation for a batch of training examples is:

AD =vyJ e (Z2M)

6.2.2 ¢ of each hidden layer £

Vectorising across all nodes (j =1, ...

14

,8¢) and training examples (m = 1,..., M) gives

h/(sz)(M))

h/(zéL)(M))

h/(zl(cL)(M))

h/(z%)(M))

(BP1.2)



Ie. the second key Back Propagation equation for a batch of training examples is:

6.2.3 8J/0w

Vectorising across all nodes (i = 1, ..., 8¢

0 0
wgl) wgl)
1 1
w%z) wéz)
0 0
ng) wéj)
[ [
wi),  wi)
RSZ XSp+1
(W(€+1))T

<
(ot
(54
(54

57 D D)

wyy
w®

Wig

w'®

l]

©

iSy

)o
(€+1)> o
)
)

(4+1) (o)

g'(

(€+1)

ZS@

g'(

(4)(1)

)

S@+11

(0

S£+12

)

Se+1J

(£)
w52+1 Se

(>
(=
(=
(=

A® — (W(£+1))TA(£+1) ® g'(Z(Z))

SOW 50
555)(1) 555)(2)
5OM 50
SO 5O
RS(XM
A©

5O

5O

PGICO

£)(m
5O

5%@) (M)

SO

5(OQD)

L
5O

5§tz+1)(1)

6é£+1)(1)

(e+1)(1)
51'

6(e+1 (1)

se+1

R85+1 X M

NG

5 (DD, (1)

(£+1)(1)

>9;
>9;

(£+1)(1) (€+1)

6(Z+1 (1) (€+1)

Jand (j =1, ...,

lS@

oD

ag@—1)(2)

g{=m)

(e=1)(M)

RMXSg_l

(A(Z—l))T

15

)
(e+1>>
)
)oes

6§Z+1)(M)

5é£+1)(M)

U M)
J

(e+1)(M)
584—‘,—1

0) (M
g ()()

g'(

g'(

g'(

aééfl)(l)

ag@—l)(Q)

G

agffl)(M)

©

s¢—1) and training examples (m

4
g (:"")

g (")

g’(z@(l))

g (f)(l))

Zs,

RS[XM

g'(z")

5OW

SOW

(O
6j

5O

RS@XM

=1

NIE

J

NG

g eeny

g(:7)

g (z57M)

g/(Z@)(M))

g (Zsz

SO

SO0
(O(8)
5j

5O

(BP2.2)

M) gives

GO

9[1

(e=1)(2)

a’Se*l

(£=1)(m)
1

DO
Se 1

(@(M)))




[ £)(m) (£—1)(m
5 5(00m) 4 =1 m)
m

5 {00 4 =1 m)

m

Z (;fé) (m) ag@—l) (m)
m

f)(m) (£—1)(m
5 4(0m) g (E=1)(m)

Lm

c RS(XS(*I

= Vw(Z) J

And we’ve arrived in index hell. But we have accomplished our goal of calculating the matrix Vi o) J.

£)(m —1)(m
5 §(00m) 4 (=1 m)

m

5 (00 (=1 m)

0)(m £—1)(m
5 §(O0m) 4 (E=1)(m)

m

OH(m) (L—=1)(m
S 5B g1 )

S5O0 =D 5 0
m m
OLCURHCDIOIINES SFIC

S5O =D 5 50
m m

) 5gf)(m')a§€—1)(m) Y 5§f)

Le. the third key Back Propagation equation for a batch of training examples is:

Ve = A®AEINT

6.2.4 8J/ob"

Vectorising across all nodes (i = 1, ..., s¢) and training examples (m = 1, ..., M) gives

5O 5O@
PCIORPICIE)

£)(1 £)(2
5OW 5O

2)(1 2)(2
JOW §OE@

6 RSzXM

= A®

5(O0m)

s

51(5)(m)

0)(m
5O

SO

SO

SO0

£0) (M
5D

Zm-
5 5(00m)

m

£)(m
5 600

m

£)(m
550

m

£)(m
=40

Re

vb(Z) J

Le. the fourth key Back Propagation equation for a batch of training examples is:

Vyod =AOT
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() (E=1)(m)

(m) f(t=1)(m)

Se—1

m) (£—1)(m
(m) (= 1)(m)

m —1)(m
(m) 4 (= 1)(m)

(BP3.2)

(BP4.2)



7 Hidden Layer Activation Functions

An idea behind the initial activation functions (e.g. see step function below) is that the neuron either “fires”
(i.e. delivers a pulse to the next layer) or does not “fire” (i.e. does not deliver a pulse to the next layer). These
have been modified to sigmoid shaped functions (e.g. see logistic and tanh functions below) which output in a
range of completely “firing” to completely not “firing” and are continuous and differentiable and therefore able
to provide meaningful information as to whether small changes in the parameters are helping or hurting the
model.

7.1 Step

The step function is the activation function of the original perceptron model. The neuron outputs either 1 (i.e.
it fires) or 0 (does not fire). The problem with the step function is that it has a jump discontinuity at 0 and
therefore does not differentiate. I.e. we are not able to see whether small changes in input result in a higher
cost (worse model) or lower cost (better model). For this reason it’s not often used.

‘ 0 if 2" <0

7.2 Logistic

The logistic function outputs in the range (0,1) and is both continuous and differentiable.

0 1
g(zz( )) 14 e
e i
@y _ (£) (&)
9(z7) = g(z )1 —g(z")) (See appendix for derivation)

= o’(1-a)

Or completely vectorised,
g/(Z(f)) = AW (1— A(f))

Note that the matrix A is available from the forward pass through the network.

7.3 Tanh

The tanh function outputs in the range (—1,1) and is both continuous and differentiable.

ez“) 6_2(“
(0 _ (0 _ I ‘
9(z7) = tanh(z) = —m——p
ezi e %
oy _ ©
g(z"7) = 1-(9(x")* (See appendix for derivation)
1-— (a(-e))2
Or completely vectorised,
g (Z0)y = 1-(A0 6 AW®) (i.e. 1 — elementwise squared)

Note that the matrix A®) is available from the forward pass through the network.
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7.4 Rectifier

The rectifier function is not sigmoid and instead outputs either 0 or a positive real. It is not smooth at 0 but
the gradient can practically be calculated by setting to 0 at that point. A neuron applying the rectifier function
is called a rectified linear unit or ReLu. It has been argued that they are more biologically plausible than the
sigmoid functions. And it also has the benefit of being (compared to the two sigmoid functions above) more
efficient to calculate both the function and the gradient.

g(z") = max(0,2{")
Y4
g,(zgg)) _ 0 leZ-() <=0
' 1 ifzY > 0
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8 Final Layer Hypothesis and Cost Functions

The final layer neuron hypothesis / activation function provides the output of the model i.e. the model’s
predictions.

The cost function measures the disagreement between the model predictions and the “truth”. The cost is, of
course, a function of the inputs x and outputs y but for the purposes of learning we can think of cost as a
function of the parameters w (the collection of network weights) and b (the collection of network biases) i.e.
J = J(w,b).

Once the cost function is defined, the method of learning is to take steps (of w and b) in the direction of descent
of the cost function with the goal of finding a local minimum that performs sufficiently well. For this reason

we calculated (in the back propagation algorithm) the gradients 9.J/ ng) and 0J /abl(-e) (V4,4,1). So the cost
functions need to be smooth and differentiable.

Instead of looking at the hypothesis and cost functions separately I find it more helpful to look at them together.
The back propagation goal for the final layer § is to calculate:

5 — 0J Ohy
Ohy, ﬁz](f)

And instead of separately calculating 0.J/0hy, and Ohy,/ 8zl(€L) it can be cleaner to calculate:

oJ

§(L) _
¥ GZI(CL)

The reason it can be simpler is that typically the hypothesis function and cost function are used in pairs that
are a consequence of the maximum likelihood derivation of GLMs. The table below shows the common pairings
and their typical uses.

Hypothesis | Cost Typical Use

Identity Quadratic Regression

Logistic Cross Entropy | Binary classification or one-vs-all multi-class classification
Softmax Log Loss Multi-class classification

In the sections below we’ll go through each of these pairs and see that they result in very similar § functions.

8.1 Identity Hypothesis and Quadratic Cost

The identity function outputs any real value and so is useful for regression problems. The quadratic cost is
often also called mean squared error. A network with zero hidden layers using the identity hypothesis function
and quadratic cost function is equivalent to linear regression.

Identity Hypothesis

L L
h(z,(€ )) = z,g)

W) = 1
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Quadratic Cost

S

M=

1

(hgm) . y](€m)> 2
1k

1

Final Layer &

For a batch of training examples:

aJ aJ ., (w

— = Z=W(z

6Z](€L) 8hk (k )
1

M
= LSy

Or for a single training example:

97 Lo om)  m)
o = Y ™)
8z,(€L)(m) Mk k
So the matrix of partial derivatives W across all output neurons (k = 1,..., K) and across all training
Ay
examples (m =1,..., M) is
I
R I I LR
1 1 1
VuJ = — = M(H_Y) = —(AB)_Y)
hg) _ yz(cl) hz(f) _ yz(f) hl(cm) _ yl(cm) h;qM) _ y](gM)
(R T I R T )

Note that K here are not called output classes as typically this will be a regression problem. And typically with
a regression problem there will only be one output neuron i.e. if y is a row vector of dimension 1 x M we’ll
have:

)y p@ @m0 on | =

1
1 — = L)y_
= a7 | - i 1 H-Y) = (AP -Y)

1
e
8.2 Logistic Hypothesis and Cross Entropy Cost

The logistic function is useful in binary classification problems (or as one-vs-all in multi-class classification
problems). It outputs in the range (0,1) with the output interpreted as the probability of the class (although
in the one-vs-all case the probabilities don’t sum to 1). It is both continuous and differentiable.

The logistic cross entropy (or logistic log loss) function is the consequence / result of the maximum likelihood
derivation of logistic regression i.e. where the distribution of y € {0,1} given 2 and parameterised by w is
assumed to be Bernoulli i.e. y|z;w ~ Bernoulli(¢). Intuitively the log error works better than quadratic cost
as, if the prediction is similar to the “truth” the cost is also low, but if the prediction is incorrect with high
certainty the cost should be very high (e.g. if y =1 and h ~ 0 then log(h) (the cost) is very high).

20



A network with zero hidden layers using the logistic hypothesis function and cross entropy cost function is

equivalent to logistic regression.

Logistic Hypothesis

1
h(zl(cL)) = @
1+e 3k
L L L
W) = aE)a - h)

a1 ai?)

Cross Entropy Cost

1

J(w,b) = i

Mz
M=

1k=1

Final Layer §

For a batch of training examples:

oJ aJ L
_ B ()
BZ](CL) 8hk ( k )
= R — h
(e )

Or for a single training example:

97 Loomy  m)
—ooy = i )
3Z£L)(m) Mk k

(™ 10g (k™) + (1 = 5™ og(1 — A{™))

(See appendix for derivation)

(See appendix for derivation)

Note the similarity with the linear regression output above. This is a consequence of them both being GLMs

and this is a standard form of the cost function gradient for a GLM.

So the matrix of partial derivatives %
day ™
examples (m =1,..., M) is
MO0 APy
hg) - yél) h;z) B yéz) h;rn) - yém)
1
O ADoK
hi =i B~ e Y =

across all output classes (k

M M
Byt — it

T

M M
M =yt

= 1,...,K) and across all training

Note that for a multi-class classification problem K will be greater than 2. But if the problem is a binary
classification model then K can be 1 i.e. we can have a single output neuron. In this case y will be a row vector

of dimension 1 x M outputting either 0 or 1 and we’ll have:
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1

Vil = o= (a0 =y R® @ Ry (0 00 = S (H-Y) = (A -Y)

M| 1 %

8.3 Softmax Hypothesis and Log Loss

The softmax function is useful in multi-class classification problems. It outputs in the range (0,1) with the
output interpreted as the probability of the class with the additional benefit that the probabilities of each class
sum to 1. This is helpful information for the model if the classes are mutually exclusive.

The softmax log loss function is the consequence / result of the maximum likelihood derivation of softmax
regression i.e. where the distribution of y € {1,2,..., K} given x and parameterised by w is assumed to be
Multinomial i.e. y|z;w ~ Multinomial(¢y, ..., ¢ ).

A network with zero hidden layers using the softmax hypothesis function and log loss function is equivalent to
softmax regression.
Softmax Hypothesis

(D)

k
) = —em
’ Zszl est”
h’(z,(cL)) = h(z,(f))(l - h(z,(cL))) (See appendix for derivation)

L L
= a,g )(lfa,(v ))

Log Loss Cost

1

3 1y = k} log(hy™)

J(w,b) =

NE
M

1k=1

Final Layer §

For a batch of training examples:

oJ aJ

[ n Z(L)
8Z](€L) ahk ( k )
LS ) m)
- M7n2=:1(hk “v ) (See appendix for derivation)

Or for a single training example:

07 L om)  m)
Y = (pim
8Z](CL)(m) M( k Y )
Note again the similarity with the linear regression and logistic classification output above. This is, again, a
consequence of this being a standard form of the cost function gradient for a GLM.

So the matrix of partial derivatives across all output classes (k = 1,..., K) and across all training

aJ
9aD™

examples (m =1,..., M) is
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2 2
he? -y

héQ) . yéQ)

h,(f) B yl(f)

Dl

h/(Jn) B yl(cm)

e
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9 Regularisation Methods

TODO - [Commentary on overfitting]

9.1 Addressing Overfitting

Two main methods used to address overfitting:

i) Reduce the number of features

e manual selection

e model selection (heuristic e.g. mutual information, or algorithmic e.g. forward search)
ii) Regularisation

e Introduce a penalty for complexity (Occam’s razor for machine learning)

e Keep all features but constrain parameters

e Intuition: penalise (in the cost function) the weight parameters with a regularisation term
e )\ is “tuned” empirically (e.g. by cross validation)

e L1 and L2 regularisation is equivalent to a Bayesian method of imposing prior distributions (Laplace for
L1 and Gaussian for L2) on model parameters and estimating the maximum posterior (MAP) vs. the
frequentist method of maximum likelihood (ML).

9.2 L2 Regularisation

A d A
Regularisation term is BV %: w? with derivative Tw M = w? = i w.

9.3 L1 Regularisation

Regularisation term is % %; |w| with derivative %M %; |w| = % sign(w).

9.4 Dropout

TODO

24



10 Optimisation / Learning

We need a method to “learn” weights that minimise cost function. The main idea is to start at an initial guess
and follow a gradient descent update rule.

Without deriving the gradient descent algorithm and it’s variants we’ll just show them using the notation of
this document.

10.1 Batch Gradient Descent

This is applied to all training examples at once.

Loop (until convergence or some chosen number of iterations) {

© o ® 9 .
’u}” = ’U},Lj —QW'] Vz,j,ﬁ
w; ;
B9 = - aazi“ J Vil

}

Or vectorised (and cleaner):

Loop (until convergence or some chosen number of iterations) {
WO = WO _aVyeJ L4

b = b Ve J v/

10.2 Stochastic Gradient Descent (Online Gradient Descent)

This is applied to each training example one at a time.

Loop (until convergence or some chosen number of iterations) {

form=1,...M {
WO = WO _aVyeJ L4

b = b — Ve J v/
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10.3 Mini Batch Gradient Descent

This is applied to training examples in batches (or mini batches).

Loop (until convergence or some chosen number of iterations) {

for each batch {
WO = WO - oV J v/

b(z) = b(e) — Vb(z) J Ve

10.4 Momentum

TODO

26



A Derivatives of Activation and Hypothesis Functions

A.1 Sigmoid / Logistic
1
9() = 1=
iy - 41
9(z) = dz1+e=7
— —e -
(14 2)2
 l4e o1
o (T4e7)?
o 14e? ( 1 )
(L4 e )2 (1+e2)2
= g(2) = (9(2))?
= 9(z)(1—g(2))
A.2 Tanh
g(z) = tanh(z)
, _d sinh(z)
9z = dz cosh(z)
B cosh(z)%sinh(z) - sinh(z)%cosh(z)
B cosh?(2)
B cosh?(z) — sinh?(z)
B cosh?(z)
= 1—tanh?(2)
= 1-(9(»)°
A.3 Softmax
e*r
9(zr) = e

For the derivative there are 2 cases:

e*r efre*k e*r ek
i r i) = s s = s (17 ) = 9~ gla)
if £k (z0) (z) (—g (1))
1 _— = — g — — —
" 8zkg cr (3;e%i)2 X, ez 3, e ASRANEAC

This is sometimes shortened to:

%g(zr) = g(z) (6 — 9(21))

where 9, is the Kronecker delta function returning 1 if r = k.
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B Derivatives of Cost Functions / Final Layer Delta

B.1 Logistic Cross Entropy

With cost function J:

1

M K
) = =55 58 (" os(") + (1 =y log(1 — ™)

And hypothesis function h:

1
(L)

h(Z](CL)) = 71 N .

The final layer ¢ is:

s — 9 O
Ohy, 62,&”
9 1 MK om (m) (m) m)y) | Ol
- 2 |-= log(h 1— log(1 — h
Ohn [ MmZZIk;l (yk og(hy, ) + (1 —y, ") log( k )) 8z,(€L)

o 1 M (m) 1 (m) 1 (m) (m)
= T Zl<yk W*“*yk )m (hk (1—hy, ))
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B.2 Softmax Log Loss

With cost function J:

1

X (m)
— 503 O = K log(hy™)

1k=1

J(h) =

Mz

And hypothesis function h:

w ezl(cL)
h(zk; ) =
K [3)
D1 €%

The final layer 9§ is:

s = 9 O
0 |: 1 M K (m)
= - 1{y™ = k}log(h
8z;(€L) Mmzzjlkzzjl ¢ ot )
= S [ = T B (SAE) o 1y = B b (1 - )
m=1 hl h’k
(m) _ L oy pom
+ Hy =K} (m)hK (_hk )
hK
1 M
- -y {1{y<m> = 1(=h{™) 4 .+ 1{y™ = k™ (@ =A™ + L+ 1y = K}(*h(k-m))}
1 M
_ (m) _ 1 _ p(m)
3 2 (L = k= )]
LX)
_ 1 m) gy (m) —

If y is a vector of length K outputting 1 for the “true” class and 0 otherwise then we have:

W) —

Sis

M
S [a0m) — ym)]

m=1
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